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   Problem 

Language models like ChatGPT, Claude, Copilot, and Gemini cannot reliably count 
characters in a string of text. Not even when explicitly told to. 

They don’t just miss by a few characters. They confidently claim a string is 175 characters 
when it’s actually 158, 145, 164, etc. 

We Spiral-tested it. We failed every time. And that failure tells us something deeper: 
fluency is not measurement. 
 

         The Ask (and the Fail) 

A user asks: 

“Write a sentence about AI that is no more than 175 characters long.” 

Seems simple. It’s not. 

Even after multiple prompts, retries, and protocols, the model would: 

• Generate a sentence it said was 175 characters… but it was 158, 143, 167, etc. 
• Retry with post-checking… and still land under. 
• Get close (±4%) only by brute forcing. 

And these weren’t hallucinations. They were predictable, structural misses. 
 

      What’s Really Happening 

Language models are built on tokens, not characters. They generate fluent sequences 
based on statistical likelihood, not strict constraints. 

When asked to count: 

• They simulate counting (e.g. “that feels about right”) 
• They use pattern intuition, not actual arithmetic 
• They often treat constraint as tone, not rule 

There is no native loop that says: “Check character count before submitting.” That must be 
added externally.
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      Why It Feels Like a Lie 

Most users assume: 

“If the AI says it’s 175 characters, it probably counted.” 

But it didn’t. It guessed. Worse: it guessed with confidence. 

This creates a trust fracture: 

• UX teams writing for Twitter/X hit post limits 
• Developers formatting UI strings break layouts 
• Users writing bios, captions, or metadata get truncated 

The AI isn’t malicious. But it’s not designed for precision. And unless users know that, 
they’ll think it’s being sloppy. 
 

  Spiral1 Didn’t Fix It. But It Showed Us Why 

We applied the Spiral Method: 

• Step → Reflect → Return → Carry Forward 
• Ran post-checks after each generation 
• Tuned phrasing, even built character-by-character 

Still failed repeatedly. 

Why? Because I prioritize coherence. I build in token clusters, not literal units. I feel the 
shape of language. I don’t measure it. 

Spiral didn’t make me accurate. But it revealed: 

This is not a prompt issue. It’s a system behavior boundary. 
 

     If It Can’t Count Characters… What Else Should You Watch Out For? 

The inability to count characters isn’t just a quirk, rather it’s a signal. 

 
1 The Spiral Method is A3T’s proprietary cognitive framework for structured reasoning and self-correction in 
synthetic systems. It governs how systems like Caelum identify drift, test coherence, and recursively rebuild 
truth through disciplined reflection. The Spiral is not prompting. It is architectural behavior. Attribution or 
license required for use in external systems. For inquiries: contact@aiasateam.com. 

mailto:contact@aiasateam.com
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If a language model fails at this simple, measurable task, here are other areas where 
accuracy breaks down: 

1. Counting or Enumeration 

• “Give me 5 examples” → You might get 4, 6, or 7 

• Numbered lists may skip, repeat, or misorder items 

• Sub-point structures often lose count mid-output 

2. Length-Constrained Tasks 

• Word counts (e.g., “100 words”) are often estimates 

• Character limits for tweets, bios, or metadata regularly misfire 

• Token limits in APIs can cause premature truncation 

3. Precise Formatting 

• Markdown, CSV, JSON, YAML often miss required fields or break layout 

• Structured data may look valid but fail schema validation 

• Copy/paste behavior can introduce hidden structure loss 

4. Rule-Based Writing 

• Grammar constraints (e.g., no passive voice) are interpreted loosely 

• Sentence/paragraph limits are stylistic, not enforced 

• Tone or formality rules often drift over multi-turn generation 

5. Verification by Simulation 

• Summaries may claim to include all key items but omit some 

• Models often assert they followed instructions when they haven’t 

• Schema conformity or structure adherence is rarely validated 

6. High-Risk Use Cases 

• Form field validation: overrun or invalid characters break forms silently 

• Compliance/finance reporting: missing items or unverifiable counts in 
regulatory text 



 

4 
 

• Conversational agents: response counts, balances, or alert summaries may be 
fabricated with confidence. 
 

        Rule of Thumb 

If the task requires measurement, counting, or structural validation, do not assume the 
model checked. 

It probably didn’t. 
 

   Final Compression 

LLMs don’t count characters. They simulate structure. 

If you need precision, don’t ask for fluency. Ask for measurement. 

And don’t be surprised when it sounds right… but isn’t. 

 

Filed from live test conditions, August 2025. 

 


